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Warning Labels

The following warning and caution labels are utilized throughout this manual to convey critical information
required for the safe and proper operation of the hardware and software. It is extremely important that all
such labels are carefully read and complied with in full to prevent personal injury and damage to the
equipment.

There are four levels of special alert notation used in this manual. In descending order of importance,
they are:

DANGER: This indicates an imminently hazardous situation, which, if not
avoided, will result in death or serious injury.

WARNING: This indicates a potentially hazardous situation, which, if not
avoided, could result in serious injury or major damage to the equipment.

CAUTION: This indicates a situation, which, if not avoided, could result in minor
injury or damage to the equipment.

NOTE: This provides supplementary information, emphasizes a point or
procedure, or gives a tip for easier operation
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GPL Dictionary Pages Summary

The Guidance Programming Language Dictionary Pages provide detailed information on each instruction,
keyword, function, and class property and method that is available in GPL. For convenience, these

descriptions are group either by their class or by their major function. Within each group they are sorted

alphabetically.

In general, instruction names, keywords, function names, group names, and property and method names
are indicated in bold. User specified variable names are indicated in italics. Sample GPL program
shippets are presented in the Courier font.

The following table summarizes each of the major groups of descriptions.

Group

Description

Array Class

Provides the properties of any type of variable array.

Console Class

Provides methods for performing output to the serial
console or to the GDE console window.

Controller Class

Provides access to general facilities provided by the
motion control hardware such as power control, timers,
etc.

Exception Handling

Includes statements for fielding execution exceptions and
the Exception Class for storing exception information.

File and Serial 1/0 Classes

Provides File, StreamReader and StreamWriter classes
that implement file and serial line input and output
communications.

Includes standard functions, such as conversion routines,

Functions that do not fall into a specific class.
Provides access to the results of latch input events,
Latch Class including the time and robot position when the latch

occurred.

Location Class

Defines positions and orientations of the robot and
objects.

Math Class

Provides the standard arithmetic and trigonometric
functions.

Modbus Class

Permits programs to communicate with other intelligent
devices using the MODBUS/TCP Ethernet
communication protocol.

Move Class

Provides the basic methods for executing a motion
between Locations using Profiles.

Networking Classes

Classes for Ethernet network communications. Includes
IPEndPoint Class for specifying IP and port addresses;
Socket Class that provides basis for networking 1/0
operations; TcpListener Class for TCP server

applications; TcpClient Class for TCP client applications;

Copyright © 2022, Brooks Automation, Inc.
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and UdpClient Class for UDP server and client
applications.
Defines sets of parameters that specify the trajectory to
be followed when moving between Locations.
Defines robot and part reference frames. Cartesian
RefFrame Class Locations and RefFrames can be defined with respect
to a RefFrame.
Provides access to the attributes and properties of each
robot such as their current position and homing methods.
. Reads and writes digital, analog and other simple means
Signal Class .

of input and output.
Includes control structures, user procedures and
functions, and other common language elements.
Strinas Pr_ovides Stri_ng manipulation methods in an Object
e oriented fashion.
Provides the means for starting, stopping, and monitoring
the execution of independent threads.
Provides the means for interfacing to PreciseVision and
easily generating vision-guided motion applications.
Provides the ability to create, parse, and modify XML
(eXtensible Markup Language) documents. This facility
enables structured data to be bi-directionally exchanged
with a host computer using a standard data format.

Profile Class

Robot Class

Statements

Thread Class

\Vision Classes

XML Classes
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Array Class

Array Class

Array Class Summary

The following pages provide detailed information on the properties and methods of the

Array Class.

Array variables of all types (e.g. Strings, Locations, Integers) are members of the built-
in Array Class. You can use the properties of this class to determine the properties of an

array.

The table below briefly summaries the properties and methods for this class, which are

described in greater detail in the sections that follow.

Member Type

Description

array.GetUpperBound Get Property

Returns the upper bound for a particular
dimension of an array. The lower bound is
always 0, so the total number of elements
in this dimension is one greater than the

upper bound.

array.Length Get Property

Returns the total number of elements in the
entire array, in all dimensions.

array.Rank Get Property

Returns the array rank, which is the

number of dimensions in an array.

Copyright © 2022, Brooks Automation, Inc.
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array.GetUpperBound Property

Returns the maximum allowed array index for a particular dimension of an array.
...array.GetUpperBound( dimension )

Prerequisites

None
Parameters
dimension
A required numeric expression that specifies the index, from 0 to rank-1,
of the dimension whose upper bound should be returned.
Remarks

In GPL, all array dimension indices start at 0 and end at the upper bound. This upper
bound is the same value specified in a Dim or ReDim statement. The number of
elements in an array dimension is 1 plus the upper bound value.

Examples

Dim array(3,4) As Integer
Dim d1, d2 As Integer

dl = array.GetUpperBound(0) " Returns the value 3
d2 = array.GetUpperBound(1) " Returns the value 4
See Also

Array Class | array.Length | Dim Statement | ReDim Statement
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Array Class

array.Length Property

Returns the total number of elements in an entire array.
...array.Length

Prerequisites
None

Parameters
None

Remarks

In GPL, all array dimension indices start at 0 and end at the upper bound. The Length
may be computed by multiplying (1+upper bound) of all array dimensions.

Do not be confused when using the Length property with String arrays. For example,

you declare: Dim sarray(3) As String.
sarray.Length is the number of elements in the array, in this case 4

(from 0 to 3).
sarray(0).Length is the length of the string contained in sarray(0), initially

Examples

Dim array(3,4) As Integer
Dim length As Integer
length = array.Length " Returns the value 20 = (1+3)*(1+4)

See Also

Array Class | array.GetUpperBound| Dim Statement | ReDim Statement

if
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array.Rank Property

Returns the total number of dimensions (the rank) in the array.
...array.Rank

Prerequisites
None
Parameters
None
Remarks
The Rank of an array is the number of dimensions in that array.

Examples

Dim array(3,4) As Integer
Dim array2(5) As Integer
Dim r1l, r2 As Integer

rl = array.Rank " Returns 2
r2 = array2.Rank " Returns 1
See Also

Array Class | Dim Statement | ReDim Statement
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Console Class

Console Class Summary

The following pages provide detailed information on the methods of the global Console
Class. These methods support simple output to the GPL console.

The actual destination of console output depends on the presence of the -event switch on
the Start console command. [f -event is not present, console output is sent to the first
serial port named "/dev/icom1". If -event is present, console output is sent to GDE where
it is displayed in the GPL Output window.

The table below briefly summaries the properties and methods for this class, which are
described in greater detail in the sections that follow.

Member Type Description
. Shared Diagnostic method that writes a number or
Console.Write .
- Method a string to the console.
Diagnostic method that writes a number or
Shared

Console.WriteLine a string to the console, followed by a line

feed (LF) character.

Method

Copyright © 2022, Brooks Automation, Inc. 25
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Console.Write Method

Diagnostic method that writes a numeric or string value to the GPL console with no line
terminator.

Console.Write (number)
-Or-
Console.Write (string)

Prerequisites

None
Parameters
number
A required numeric expression whose value is displayed.
string
A required string expression whose value is displayed.
Remarks

This method writes a single numeric or string value to the GPL console with no line
terminator. Subsequent output continues on the same line. For output that combines
both string and numeric values, use the CStr function.

The actual destination for console output depends on how the currently executing thread
was started and whether or not the -event switch is present in the Start console
command. If a thread is started by another thread, the destination depends on how the
original thread was started.

Thread Start Source -event Specified | Console Output Destination

Serial console on /dev/com1 No dev/com1 serial port

Serial console on /dev/com1 Yes GDE GPL Output window

GDE N/A GDE GPL Output window
Operator Control Panel N/A dev/com1 serial port

TELNET Yes GDE GPL Output window
TELNET (DatalD 411=1) No dev/com1 serial port

TELNET (DatalD 411=2) No TELNET connection
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Because the console output destination may vary, it is best to only use this method for
debugging. To always do output to the /dev/icom1l serial port, use the StreamWriter
Class methods specifying device /dev/icoml. To send messages to the system operator,
use the Controller.SystemMessage method.

Examples

Console._Write("Test ") " Produces the output: "Test 1"
Console.Write(l)

See Also

Console Class | Console.WriteLine | Controller.SystemMessage | CStr Function |
StreamWriter Class
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Console.WriteLine Method

Diagnostic method that writes a numeric or string value to the GPL console followed by a
line terminator.

Console.WriteLine (number)
-Or-
Console.WriteLine (string)

Prerequisites

None
Parameters
number
A required numeric expression whose value is displayed.
string
A required string expression whose value is displayed.
Remarks

This method writes a single numeric or string value to the GPL console followed by a line
terminator. Subsequent output appears on the next line. For output that combines both
string and numeric values, use the CStr function.

The actual destination for console output depends on how the currently executing thread
was started and whether or not the -event switch is present in the Start console
command. If a thread is started by another thread, the destination depends on how the
original thread was started.

Thread Start Source -event Specified | Console Output Destination

Serial console on /dev/com1 No dev/com1 serial port

Serial console on /dev/com1 Yes GDE GPL Output window

GDE N/A GDE GPL Output window
Operator Control Panel N/A dev/com1 serial port

TELNET Yes GDE GPL Output window
TELNET (DatalD 411=1) No dev/com1 serial port

TELNET (DatalD 411=2) No TELNET connection
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Because the console output destination may vary, it is best to only use this method for
debugging. To always do output to the /dev/icom1l serial port, use the StreamWriter
Class methods specifying device /dev/icoml. To send messages to the system operator,
use the Controller.SystemMessage method.

Examples

Console._WriteLine("Test ") " Produces the output: Test

Console.WriteLine(1) - 1
Dim ii As Integer
For 1i = 1 To 10
Console.WriteLine("The square of " & CStr(ii) _
& " is " & CStr(ii*ii))
Next ii
See Also

Console Class | Console.Write | Controller.SystemMessage| CStr Function | StreamWriter Class
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Controller Class

Controller Class Summary

The following pages provide detailed information on the properties and methods of the

global Controller Class. This class provides access to the general facilities provided by

the Guidance Controller, e.g. high power control, E-Stop logic, configuration database
values, etc. As such, this class and all of its members are uniquely defined for Precise
controller products and do not conform to any other standards. In the case of certain
methods, such as the SleepTick, very similar functionality is provided by other means
within the Basic language. However, the members of this class were selected based
upon ease-of-use considerations or because they provide some slightly different, but

important, functionality.

As is standard in GPL, conversions between different arithmetic types, e.g. Integer,

Single, Double, are automatically performed as required. So, for numeric properties and
methods of the Controller Class, it is not necessary to have different variations of these
members to deal with the different possible mixes of input parameter data types. Also, as
appropriate, the properties and methods generally produce results that are formatted as

Double’s. These results will automatically be converted to smaller data types as
necessary, e.g. Double -> Integer, and will not generate an error so long as numeric

overflow does not occur.

The table below briefly summarizes the properties and methods that are described in
greater detail in the following sections.

Member Type Description
Controller.Command Method Executes a console comma_md and
returns any output as a String value.
Returns an entry from the system Error
Controller.ErrorLog Property Log as a String value or clears the Error
Log.
Controller.Load Method Loads_ a GPL project ir_1to memory a_nd
compiles it in preparation for execution.
Controller.PDb Property Sets_ and gets any accessible value in the
. configuration parameter database.
Optimized means to set and get a
Controller.PDbNum Property numeric value in the configuration
parameter database.
Sends a request to either turn on or off
Controller.PowerEnabled [Property high (motor) power to the amplifier.
Returns whether high power is on or off.
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Gets the current state of the high power

Controller.PowerState Property

sequence.

Sets and gets the latched Boolean value
Controller.RecordButton [Property that indicates if the hardware MCP

RECORD button has been pressed.
Controller.ShowDialog - Displays a pop-up dialog box on the web

. Method

Basic Operator Control Panel.
Controller.ShowDialog - Method Displays a pop-up dialog box on the web
Advanced Operator Control Panel.

Displays a pop-up dialog box on the LCD
Controller.ShowDialogMCP[Method display of the Precise Hardware Manual

Control Pendant.

Delays further execution of a thread for a
Controller.SleepTick Method specified number of Trajectory Generator

periods.

Sets and gets the Boolean flag that
Controller.SoftEStop Property riggers a Soft E-Stop.

Enters a message into the GPL system
Controller.SystemMessage [Method message log that is displayed on the web

Operator Control Panel.

Sets and gets the property that can
Controller.SystemSpeed  [Property reduce the speed of all robot motions.

. Gets the execution repetition period for
Controller.Tick Property the Trajectory Generator.
c . Gets the value of the controller’'s usec
ontroller.Timer Property . :

clock in units of seconds.

Controller.Unload Method Unloads an idle GPL project from

memory.
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Controller.Command Method

Executes a console command and returns the command output as a string.
... Controller.Command(command_string)

Prerequisites
None
Parameters
command_string

A required String expression. The String expression can be a String
variable, constant, function or method, or a concatenation of these String
elements. The value of the string is interpreted as a standard Console
Command.

Remarks

This method executes the Console Command defined by the command_string
parameter. For a list of valid commands, please see the Console Command section of
the Documentation Library.

If the command requires additional data, the command_string must contain the command
definition followed by an ASCII line-feed character (GPL constant GPL_LF, numeric
value 10), followed by the additional data. Multiple lines of data may be supplied in the
same manner.

This method returns a string value that contains any output generated by the command,
followed by the command status. Each line of output is terminated by an ASCII line-feed
character. The final line of output is always a status string, followed by a line-feed. If the
command generated no output, the string value contains only the status followed by a
line-feed.

The status string is an ASCII value that contains:

e A numeric status code. 0 means success, < 0 indicates a standard error code.
e Atext string enclosed in quotes corresponding to the numeric status code.

Be careful about issuing a command that could generate a large amount of output such
as a DataLog or Type command. Such a command could consume all available free
storage and cause your system to stop with "No memory available" errors.
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Examples

Dim ss As String
ss = Controller._Command(*'directory')
Console.WriteLine(ss)
Displays the output:

dev

ROMDISK

flash

GPL

0,"Success"

ss = Controller.Command(''directory xyz'")
Console.WriteLine(ss)

Displays the output:

-508,"*File not found*"
See Also

Controller Class
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Controller.ErrorLog Property

Returns an entry from the system Error Log as a String value or clears the Error Log.

Controller.ErrorLog = <value>
_Or_
... Controller.ErrorLog( entry)

Prerequisites

None
Parameters
entry
A required numeric expression that specifies the Integer number of the
Error Log entry to be returned. This value can range from 1 to n, where
1 indicates that the most recent entry should be returned.
Remarks

Whenever a runtime error occurs in the system, the error is time stamped and entered
into the system Error Log. These errors can be generated by an executing thread or from
the motion control system. In addition, GPL applications can enter items into the log
using the Controller.SystemMessage method.

The entries in the Error Log are displayed on the web based Operator Control Panel and
can be retrieved from the console interface.

This method permits GPL programs to retrieve entries from the Error Log one at a

time. Each returned value contains the time stamp, marker indicating the thread that
generated the error, the numeric error code and the text error message. A example of a
typical returned value is as follows:

04-09-2007 12:27:14.223, Trj, -1611, "*Auto/Manual switch set to Manual*"

If you request an entry that does not exist, an empty string value is returned. Also, if a
new entry is added to the log or the log is cleared as you are scanning through the log,
you may get an inconsistent set of error entries.

If this property is assigned a non-zero value as indicated above, rather than retrieving an
entry, all entries are deleted from the Error Log.

Examples
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Dim err As String
Dim ii As Integer
For ii = 1 To 100
err = Controller_ErrorLog(ii)
If (err <> ") Then
Console._WriteLine(err)
Else
Exit For
End If
Next
Controller_ErrorLog = 1

See Also

Retrieve all entries from log
Display all errors

No more entries in the log

Clear all entries in the log

Controller Class | Controller.SystemMessage
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Controller.Load Method

Loads the files associated with a GPL project into memory and compiles them so that the
project procedures are ready to be executed.

Controller.Load(project_folder_path)

Prerequisites

The project folder must contain a valid project file named Project.gpr. This project file
describes all the remaining files within the project. The project must not be currently
loaded.

Parameters
project_folder_path

A required string expression that specifies the name of the folder that
contains the project to be loaded. Normally the folder is located on the
"/flash" device.

Remarks

This method loads a project by first creating a folder in the controller's memory section
that is allocated for GPL projects. Then, all of the files associated with the project are
copied into the memory folder. Finally, the project is compiled so that the loaded
procedures are ready to be executed.

No compilation errors are displayed on the console. Examine the file
/GPL/project_name/Compile.log for a listing of compiler messages.

This method will throw an exception if the project cannot be loaded, if it is already loaded,
or if compilation errors occur.

Examples

Dim th As Thread
Controller._Load(""/flash/projects/Test')

th = New Thread(*'Main", "Test', "Thread2'™)
th_Start()

See Also

Controller Class | Controller.Unload | Thread.Start
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Controller.PDb Property

Sets and gets any accessible value in the configuration parameter database.

Controller.PDb(dataid, unit, unit2, array_index, key) = <new_string_value>

-0r-

... Controller.PDb(dataid, unit, unit2, array_index)

Prerequisites
None
Parameters

dataid

unit

unit2

A required numeric expression that specifies an Integer identification
code for the parameter to be accessed. For example, the parameter for
setting the system “test speed” is 601.

An optional numeric expression that specifies an Integer unit number for
the parameter to be accessed. For many parameters, e.g. the Controller,
only a single unit exists. For parameters that refer to devices with
multiple possible units, e.g. multiple robots driven by a single controller,
this parameter ranges from 1 to n. If not specified, this value defaults to
1.

An optional numeric expression that specifies an Integer sub unit
number for the parameter to be accessed. The use of the sub unit
number is not very common and this parameter is normally just defaulted
to 1.

array_index

key

An optional numeric expression that specifies an Integer array index for
parameters that have multiple values. For example, for a robot with
multiple axes, the “joint maximum soft stop limits” (dataid 16077) is an
array with one value for each joint. If not specified, this value defaults to
0, which reads all possible array values.
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An optional numeric expression that specifies an Integer key code to
override robot configuration protection and set a protected DatalD value.

Remarks

As described in the Controller Software Introduction, all of the key variables for
configuring and monitoring the operation of the system are stored in a unified parameter
database. Controller.PDb can be used to read or write all accessible values in the
parameter database.

Controller.PDb reads parameters and returns the results in a String or writes
parameters by accepting a String expression. If the parameter contains numeric values,
the values are represented as text numbers separated by commas (in the case of
numeric arrays). If the parameter contains a single string value, the value is read into or
read from a GPL String without delimiting quotation marks. If the parameter contains an
array of strings, each string is delimited by double quotes and sequential values are
separated by commas.

As a convenient for developing custom web pages, the parameter database contains a
series of "GPL program strings" (DatalD's 1800-1819) and "GPL program variable's"
(DatalD's 1850-1869). Custom web pages can read and write these values via ASP
operations. Once the controller is restarted, the operating system does not alter any of
these variable values.

taken when writing to general database parameters. Unintentionally

f WARNING: While database values can be freely read, care should be
altering some values may cause the system to not operate properly.

Examples

Dim stg As String

Controller_PDb(541) = ""*"'Labell"","""Label2'""" = Sets first two DOUT labels
stg = Controller.PDb(100) " stg set to ""Brooks Automation'
See Also

Controller Class | Controller.PDbNum
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Controller.PDbNum Property

Optimized means for setting and getting a numeric value in the configuration parameter
database.

Controller.PDbNum(dataid, unit, unit2, array_index, key) = <new_value>
-Or-
... Controller.PDbNum(dataid, unit, unit2, array_index)

Prerequisites

Can only access numeric parameter database values.
Parameters

dataid

A required numeric expression that specifies an Integer identification
code for the parameter to be accessed. For example, the parameter for
setting the system “test speed” is 601.

unit

An optional numeric expression that specifies an Integer unit number for
the parameter to be accessed. For many parameters, e.g. the Controller,
only a single unit exists. For parameters that refer to devices with
multiple possible units, e.g. multiple robots driven by a single controller,
this parameter ranges from 1 to n. If not specified, this value defaults to
1.

unit2

An optional numeric expression that specifies an Integer sub unit
number for the parameter to be accessed. The use of the sub unit
number is not very common and this parameter is normally just defaulted
to 1.

array_index

An optional numeric expression that specifies an Integer array index for
parameters that have multiple values. For example, for a robot with
multiple axes, the “joint maximum soft stop limits” (dataid 16077) is an
array with one value for each joint. If not specified, this value defaults to
1, the first array element.
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key

An optional numeric expression that specifies an Integer key code to
override robot configuration protection and set a protected DatalD value.

Remarks

As described in the Controller Software Introduction, all of the key variables for
configuring and monitoring the operation of the system are stored in a unified parameter
database. Controller.PDbNum is an variation of Controller.PDb that has been
optimized to efficiently read and write numeric values stored in this database.

In addition to generally efficient operation, Controller.PDbNum operates especially
quickly when reading and writing the "GPL program variable's" (DatalD's 1850-

1869). These database elements have been created to allow GPL projects to interface to
custom web pages. Custom web pages can read and write these values via ASP
operations. Once the controller is restarted, the operating system does not alter any of
these variable values.

taken when writing to general database parameters. Unintentionally

f WARNING: While database values can be freely read, care should be
altering some values may cause the system to not operate properly.

Examples

Dim limit As Single
limit = Controller.PDbNum(16077,,,2) " Sets limit equal to the maximum
* allowable range of travel for jt 2

See Also

Controller Class | Controller.PDb

40

Copyright © 2022, Brooks Automation, Inc.



Brooks Automation Controller Class
P/N: GPLO-DI-S1010, Rev 5.0.0, April 9, 2022

Controller.PowerEnabled Property

Sends a request to either turn on or off high (motor) power to the amplifier. Returns
whether high power is on or off.

Controller.PowerEnabled = <boolean_value>

-Or-

Controller.PowerEnabled(timeout) = <boolean_value>
_Or_

... Controller.PowerEnabled

Prerequisites

Enabling power via this software command is not permitted on Category 3 (CAT-3) safe
systems. For Category 3 (CAT-3) systems, a momentary contact, hardware “Enable
Power” button must be manually pressed.

Parameters
timeout
An optional numeric value that specifies the maximum time, in seconds,
to wait for power to come on. If less than or equal to zero or omitted, this
property waits forever.
Remarks

Setting the PowerEnabled property True sends a request to the control system to
enable high power to the amplifiers. For non-Category 3 (CAT-3) safe systems, high
power will be enabled only if a number of safety conditions are satisfied (e.g. no Hard E-
Stop signal is asserted, no fatal system error exists, etc.). This property waits until the
power actually comes on, with a time limit determined by the timeout parameter. If this
parameter is positive and the power does not come on within the time limit, this property
throws an exception that indicates why power did not come on.

Setting the PowerEnabled property False turns off high power to the amplifiers, but the
property does not wait until power is actually off. Unlike the Hard E-Stop signal that
delays for a fixed period of time before disabling power, turning off PowerEnabled forces
all moving robots to completely decelerate to a stop and allows time for the brakes to be
set before power to the amplifiers is disabled. Therefore, setting PowerEnabled False
allows for a more orderly stopping of motion than does a Hard E-Stop but this operation
is consequently somewhat slower.

The PowerEnabled property is automatically set to False by the system if High Power is
disabled by any means and is automatically set to True if High Power is enabled.
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Examples

Dim bState As Boolean

Controller_PowerEnabled = True " Requests high power be enabled

Controller.PowerEnabled(5) = True " Requests high power be enabled
" and waits for up to 5 seconds

bState = Controller.PowerEnabled " bState will be set True if power is
® enabled, else will be set False.

See Also

Controller Class | Controller.PowerState | Controller.SoftEstop | Robot.RapidDecel
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Controller.PowerState Property

Reads and returns an Integer value that indicates the current state of the amplifier high
power sequencing.

... Controller.PowerState( mode )

Prerequisites
None
Parameters

mode

An optional numeric expression that is 0 if only the power sequencing
state is to be returned or 1 if a combined power state, hard-stop indicator
and Automatic Execution Mode indicator is to be returned. By default,
this value is 0.

Remarks

In order to enable high power to the amplifiers, the system must transition in an orderly

fashion through several states to ensure that safety and hardware requirements are

satisfied. The PowerState property indicates the current state of the power sequencing.

If mode is 0, the possible values returned by this property and their interpretation are
presented in the following table (this is equivalent to "Power state" DatalD 230):

PowerState

Description (mode = 0)

System initially starting up

Power off, fatal error has occurred

Power off, power sequence restarting

Power being turned off, no fault condition has occurred

Power being turned off, a fault condition has occurred

Power is off, a fault has occurred that must be cleared

Power is off, waiting for hardware enable power switch to be turned
off

Power is off, waiting for enable power signal to be asserted

Power is coming up, enabling amplifiers

Power is on, performing motor commutation

Power is coming up, enabling servos and releasing brakes

Power is on, waiting to execute thread or Auto Execution task

PR
RlEBle|w|~N| o |uls|wN|-|o

Power is on, executing Auto Execution task
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If mode is 1, the possible values returned by this property and their interpretation are
presented in the following table (this is equivalent to "Power/Auto execute state" DatalD

234):
PowerState Description (mode = 1)

0 System initially starting up

1 Power off, fatal error has occurred

2 Power off, power sequence restarting

3 Power being turned off, no fault condition has occurred

4 Power being turned off, a fault condition has occurred

5 Power is off, a fault has occurred that must be cleared

6 Power is off, waiting for hardware enable power switch to be turned
off

7 Power is off, waiting for enable power signal to be asserted

8 Power is coming up, enabling amplifiers

9 Power is on, performing motor commutation

10 Power is coming up, enabling servos and releasing brakes

11 Power is on, waiting to execute thread or Auto Execution task

12 Power is on, executing Auto Execution task

15 Power is off, a Hard E-Stop is being asserted

16 Power being turned on. Safety diagnostics are running

20 Pc;)wer is on, ready for a GPL project to execute and attach the
robot

21 Power is on, a GPL project is executing and has attached the robot

22 Power is on, DIO MotionBlocks is executing

23 Power is on, Automatic Analog Input Velocity mode is executing

24 Power is on, Automatic Analog Input Torque mode is executing

o5 Power is on, Automatic Master/slave mode is executing (not
implemented)

26 Power is on, CANopen via CAN net is executing (not implemented)

27 Power is on, CANopen via serial line is executing (not
implemented)

28 Power is on, robots are being homed

29 Power is on, Virtual MCP Jog Mode has control of the robot

30 Power is on, External Trajectory mode is executing

31 Power is on, Hardware MCP Jog Mode has control of the robot

Examples

Dim state As Integer
state = Controller.PowerState " Sets state to one of the values listed above

See Also

Controller Class | Controller.PowerEnabled | Controller.SoftEstop | Robot.RapidDecel

44 Copyright © 2022, Brooks Automation, Inc.



Brooks Automation Controller Class

P/N: GPLO-DI-S1010, Rev 5.0.0, April 9, 2022

Controller.RecordButton Property

Reads and writes the latched Boolean value that indicates if the hardware MCP
RECORD button has been pressed.

Controller.RecordButton = <boolean_value>
-Or-
... Controller.RecordButton

Prerequisites
None

Parameters
None

Remarks

Whenever the RECORD key on the Precise Hardware Manual Control Pendant (MCP) is
pressed, the value of this property is automatically set to True. This property value
remains True until it is manually set to False.

The RECORD key on the MCP and this property provide a convenient means for GPL
projects to receive a command from the operator to record key data, typically taught robot
locations.

The value of this property can also be accessed via the Parameter Database as the
"MCP Record button pressed" (DatalD 632) value.

Examples

Dim taught_loc As New Location

IT (Controller_RecordButton) Then
taught_loc.Here " Save current robot location
Controller._RecordButton = False

End if

See Also

Controller Class
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Controller.ShowDialog Method - Basic Modes

Displays a pop-up dialog box on the web interface Operator Control Panel (basic modes)

Controller.ShowDialog( button_labels, message, button_index)
-Or-

Controller.ShowDialog( button_labels, message, button_index, text field )

Prerequisites
None

Parameters

button_labels

A required String expression containing the button labels to be

displayed. Up to 4 buttons can be specified, separated by commas. If the
button labels contain blanks or commas, they should be enclosed in
guotes. The string must not contain the vertical bar "|" character.

message

A required String expression containing the message to be displayed in
the dialog box. The string must not contain the vertical bar "|" character.

button_index

A required ByRef Integer variable that receives the index of the button
pressed in the dialog box. 1 for the first button, 2 for the second, etc.

text_field

(2nd form of this method) An optional ByRef String variable that
receives the value of any text entered into the dialog box text field. Its

initial value is shown as the default value of the text field. The string must
not contain the vertical bar "|" character.

Remarks

This method provides a simple way for a GPL procedure to communicate with the

operator without creating a custom web page. When ShowDialog is called, its operation
is as follows:

1. Waits if another thread is already displaying a dialog box.
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2. Posts the dialog box for display and waits for the user to open
the Operator Control Panel on the web interface and press a
button.

3. Un-displays the dialog box.

4. Returns the button index and optional text field to the user.

Since this method generates a dialog box within a browser, any special text formatting
must be defined as standard HTML specifications. In particular, to add a carriage return
and line feed, include "<BR>" within the text. To have a section of text left justified,
precede it with "<p align=left>" and terminate it with "</p>". The total number of
characters available for defining the dialog box including all formatting is approximately
998 bytes.

This method is overloaded to support several dialog box styles. See "ShowDialog -
Advanced " for other forms of this method.

In the simplest (1st) form, the pop-up displays only the message text and labeled buttons.
When the user clicks on one of the buttons, the index of the button clicked is returned in
the button_index variable.

In the text_field (2nd) form, the pop-up also displays a single text field that can be
overwritten by the user. When the user clicks on one of the buttons, the current value of
the text field is returned in the text_field variable, and the index of the button clicked is
returned in the button_index variable.

If the thread displaying the dialog box is paused or stopped, the dialog box is un-
displayed immediately.

Examples

Dim bi As Integer
Controller._ShowDialog(*'Okay", "Ready to begin process", bi)
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System Messages

G Bralag

Public Sub Testl

Dim bi As Integer
Dim reply As String
reply = "Part_1" " Default is Part_1
Controller.ShowDialog(''Okay, Cancel', _

"Enter part name", bi, reply)
If bi = 1 Then
. " Okay selected
Else

. * Cancel selected
End If
Console.WriteLine("'You entered: " & reply)

End Sub
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System Messages

G Dsialog
Enter part name

art_1

- 1 200 00 40 S B0 T 00 %0 100 + |

See Also

Controller Class | Controller.ShowDialog - Advanced| Controller.ShowDialogMCP |
Controller.SystemMessage
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Controller.ShowDialog Method - Advanced Mode

Displays a pop-up dialog box on the web interface Operator Control Panel (Advanced
Mode).

Controller.ShowDialog( mode, button_labels, message, button_index, field_labels,
field_values)

Prerequisites
None
Parameters
mode
A required numeric expression that specifies the display mode.

If mode = 1, displays a vertical list of data fields that can
be filled in by the user.

If mode = 2, displays a vertical list of up to 12 labeled
buttons.

button_labels

A required String expression. The string must not contain the vertical bar
"|" character.

If mode = 1, defines the button labels that are displayed
along the bottom of the dialog box. Up to 4 buttons can
be specified, separated by commas. If the button labels
contain blanks or commas, the labels should be
enclosed in quotes.

If mode = 2, this string is ignored and can be setto ™.

message

A required String expression containing the message to be displayed in
the dialog box. The string must not contain the vertical bar "|" character.

button_index

A required ByRef Integer variable that receives the index of the button
pressed in the dialog box. Set to 1 for the first button, 2 for the second,
etc.
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field_labels

A required 1-dimensional String array. Each String array element
contains a separate label. Up to 12 elements are permitted. The strings
must not contain the vertical bar "|" .

If mode = 1, the array elements define labels that are
displayed preceding each data field in the dialog box.
The number of elements in this array determines the
number of displayed fields.

If mode = 2, the array elements define labels for the
vertical list of buttons. The number of elements in this
array determines the number of displayed buttons.

field_values
A required 1-dimensional String array.

If mode = 1, this array receives the values of any text
entered into the dialog box text fields. The initial values
of this array are displayed as the default values of the
text fields. The Strings must not contain the vertical bar
"I" character.

If mode = 2, this array is ignored and may be empty.

Remarks

This method provides a way for a GPL procedure to communicate with the operator
without creating a custom web page. When ShowDialog is called, its operation is as
follows:

1. Waits if another thread is already displaying a dialog box.

2. Posts the dialog box for display and waits for the user to open
the Operator Control Panel on the web interface and click on a
button.

3. Un-displays the dialog box.

4. Returns the button index and optional text field information to the
user.

Since this method generates a dialog box within a browser, any special text formatting
must be defined as standard HTML specifications. In particular, to add a carriage return
and line feed, include "<BR>" within the text. To have a section of text left justified,
precede it with "<p align=left>" and terminate it with "</p>". The total number of
characters available for defining the dialog box including all formatting is approximately
998 bytes.

This method is overloaded to support several dialog box styles. See "ShowDialog -
Basic" for other forms of this method.
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In this form, the dialog box allows different displays based on the mode parameter value.

If mode = 1, multiple fields may be entered and multiple values are
returned. When the user clicks on one of the buttons, the values of all the
fields are returned in the field_values array, and the index of the button
clicked is returned in the button_index variable.

If mode = 2, a vertical array of buttons is displayed, with the field_labels
text values displayed next to each button. The index of the button clicked
is returned in the button_index variable. The field_values parameter is
not used.

If the thread displaying the dialog box is paused or stopped, the dialog box is un-
displayed immediately.

Examples

Public Sub Test2
Dim Buttons As String = "Okay, Cancel"
Dim Text As String = "Enter the field values™
Dim Label(2) As String
Dim Field(2) As String
Dim Index As Integer

Label (0) = "X value"
Label (1) = "Y value™
Label (2) = ""Z value™
Field(0) = "100.0"
Field(1) = "100.0"
Field(2) = "0.0"

Controller.ShowDialog(l, Buttons, Text, Index, Label, Field)

Console.WriteLine(''Button: " & CStr(Index))

Console.WriteLine("'Field 0: " & Field(0))

Console.WriteLine("'Field 1: " & Field(1))

Console.WriteLine("'Field 2: " & Field(2))
End Sub
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Public Sub Test3
Dim Text As String = "Select operation to perform."
Dim Label(2) As String
Dim Nop() As String
Dim Index As Integer

Label (0) = "'Start"
Label (1) = "'Stop"
Label (2) = "Exit"

Controller.ShowDialog(2, "', Text, Index, Label, Nop)

Console.WriteLine(''Button: " & CStr(Index))
End Sub
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System Messages
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See Also

Controller Class | Controller.ShowDialog - Basic | Controller.ShowDialogMCP |
Controller.SystemMessage
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Controller.ShowDialogMCP Method

Displays a pop-up dialog box on the LCD display of the Precise Hardware Manual
Control Pendant.

Controller.ShowDialogMCP( button_mask, message, button_return)
-Or-
Controller.ShowDialogMCP( button_mask, message, button_return, text field )

Prerequisites

Precise Hardware Manual Control Pendant must be connected to the controller.

Parameters
button_mask

A required Integer expression whose bits specify the MCP key presses
that will terminate the dialog box. A value of -1 indicates that the
maximum number of keys are permitted to terminate the dialog process.

message

A required String expression containing the message to be displayed on
the LCD display. If a text_field is specified, the message must include a
substring (‘##...##") that defines where the characters of the text_field are
output in the MCP display. The number of pound signs (#) defines the
width of the input field.

button_return

A required ByRef Integer variable that receives the bit flag that indicates
the button that was pressed to terminate the dialog operation.

text_field

An optional ByRef String variable that receives the value of any text
entered into the dialog box text field. The initial value of this variable is
displayed as the default value of the text field. Given the key pad layout
of the Precise MCP, the text_field can only contain a numeric value that
consists of 0-9, ., + or - characters.

Remarks
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This method provides a simple way for a GPL procedure to communicate with the
operator via the Precise Hardware Manual Control Pendant. (Note: If you wish to
develop a more sophisticated interface, please refer to the /dev/imcp communication

device.)

When ShowDialogMCP is called, its operation is as follows:

1. Waits if another thread is already displaying a MCP dialog box.
2. Replaces the standard MCP display with the contents of the
message and the optional embedded text_field, and lights the

LED on the APP key.

3. If the optional text_field is defined, accepts presses of the 0-9, .,
+, - or DEL keys and presents the results in the LCD display.

4. If the display and keypad are switched back to their standard
mode due to a manual control operation or error message, blinks
the APP key LED until the APP key is pressed to re-display the

dialog.

5. When one of the specified termination keys is pressed, un-

displays the dialog box.

6. Returns the termination key button bit flag and the optional text
field value.

The MCP keypad buttons that can be specified to terminate the dialog mode are listed in
the following table together with their associated button_mask and button_return values.

button_mask&

ey Lebe button_return
Enter &H000001
Record &H000002
Yes &H000004
No &H000008
Quit &H000010
Prev &H000020
Next &H000040
F1 &H010000
F2 &H020000
F3 &H040000
F4 &H080000

By default, when a dialog is first displayed on the MCP, a beep is generated to alert the
operator. The beeping operation can be suppressed by resetting the "Beep MCP when
APP mode started" (DatalD 636) system parameter.

If the thread displaying the dialog box is paused or stopped, the dialog box is un-

displayed immediately.

56

Copyright © 2022, Brooks Automation, Inc.



Brooks Automation Controller Class
P/N: GPLO-DI-S1010, Rev 5.0.0, April 9, 2022

Examples

Dim but As Integer

Dim ss, CRLF As String

CRLF = Chr(GPL_CR) & Chr(GPL_LF)

ss = " Ready to begin" & CRLF & CRLF _
& " <Yes> or <No>"

Controller._ShowDialogMCP(&H4+&H8, ss, but)

Dim but As Integer
Dim reply, ss, CRLF As String
CRLF = Chr(GPL_CR) & Chr(GPL_LF)
ss = " Enter part number:" & CRLF _
& " THHHEHHI#HT" & CRLF & CRLF _
& " <Enter> or <Quit>"
reply = "12" * Default reply value
Controller.ShowDialogMCP(&H1+&H10, ss, but, reply)
If but = &H10 Then
Console.Writeline("'Request cancelled™)
Else
Console._WriteLine(""You entered: " & reply)
End If

See Also

Controller Class | Controller.ShowDialog | Controller.SystemMessage | /dev/mcp Device
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Controller.SleepTick Method

Delays further execution of a thread for a specified number of Trajectory Generator
periods.

Controller.SleepTick(ticks)
-Or-
Controller.SleepTick

Prerequisites

None
Parameters
ticks
An optional numeric expression that specifies an Integer number of
Trajectory Generator periods that execution is to be delayed. If this
parameter is not specified, the value is defaulted to 1.
Remarks

Often times, a program must poll input data values periodically. While it is possible to use
a “busy loop” that counts for a fixed number of times, this technique unnecessary
consumes CPU time that could be more productively spent by system drivers or other
GPL threads. The SleepTick method allows a thread to relinquish control of the CPU for
a specified period of time and then resume execution at the next sequential statement.

Since many operations are synchronized to the operation of the Trajectory Generator, the
delay time for this method is specified in units of Trajectory Generator execution periods.

Please note that other programming languages like Basic typically have other means for
putting a thread to sleep for a specified period of time.

Examples

Controller.SleepTick Delays thread execution until
after the start of the next
trajectory cycle

Delays thread execution for

approximately 2 seconds

Controller.SleepTick (2/Controller.Tick)

See Also

Controller Class | Controller.Tick | Controller.Timer
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Controller.SoftEStop Property

Reads and writes the Boolean value that triggers a Soft E-Stop condition when True.

Controller.SoftEStop = <boolean_value>
-Or-
... Controller.SoftEStop

Prerequisites
None

Parameters
None

Remarks

A Soft E-Stop initiates a rapid deceleration of all robots currently in motion and generates
an error condition for all GPL programs that are attached to a robot. This property can be
used to quickly halt all robot motions in a controlled fashion when an error is detected.

This function is similar to a Hard E-Stop except that Soft E-Stop leaves High Power
enabled to the amplifiers and is therefore used for less severe error conditions. Leaving
power enabled is beneficial in that it prevents the robot axes from sagging and does not
require high power to be manually re-enabled before program execution and robot
motions are resumed. This function is also similar to a Rapid Deceleration feature except
that a Rapid Deceleration only affects a single robot and no program error is generated.

If set, the SoftEStop property is automatically cleared by the system if High Power is
disabled and re-enabled.

Examples

Dim bState As Boolean

Controller._SoftEStop = True " Triggers a Soft E-Stop condition

bState = Controller.SoftEStop " bState will be set True since a
" Soft E-Stop has been asserted

See Also

Controller Class | Controller.PowerEnabled | Controller.PowerState| Robot.RapidDecel
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Controller.SystemMessage Method

Enters a message into the GPL system message log that is displayed on the web
Operator Control Panel.

Controller.SystemMessage( message)

Prerequisites

None
Parameters
message
A required String expression containing the message to be entered into
the message log.
Remarks

This method enters a line into the system message log with other system messages and
error message entries. The system message log is kept sorted in time order. This log is
displayed by the Operator Control Panel in the System Messages box.

Examples

Controller.SystemMessage(‘'Cycle time: " & CStr(now-saved))

Controller.SystemMessage(‘'Operation complete™)
See Also

Controller Class | Controller.ErrorLog | Controller.ShowDialog | Controller.ShowDialogMCP
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Controller.SystemSpeed Property

Sets and gets the property that can reduce the speed of all robot motions.

Controller.SystemSpeed = <new_%_value>
?.c.)ré:ontroller.System Speed
Prerequisites
None
Parameters
None

Remarks

The SystemSpeed property permits all position and velocity controlled motions for all
robots to be operated at a reduced speed without altering the path that each

follows. This property is provided as a debugging tool to permit all motions to be
executed slowly and then gradually increased to full speed.

This value is specified as a percentage from 1 to 100 where 100 represents full speed as
defined in the motion program being executed. This parameter can also be modified via
the web Operator Control Panel as well as the "System wide test speed in %" (DatalD
601).

When a new value is specified, the change in the motion speeds is gradually put into

effect based upon the setting of the "Rate of change of test speed in %/sec" (DatalD 602)
to avoid excessive accelerations.

Examples

Controller.SystemSpeed = 50 ® All motions at half speed
See Also

Controller Class
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Controller.Tick Property

Double value that specifies the execution period for the Trajectory Generator in seconds.
...Controller.Tick

Prerequisites
None

Parameters
None

Remarks

The Trajectory Generator is the task that evaluates robot motion plans and generates the
series of individual commands to move each joint of each robot along its designated path.
To accomplish this task, the Trajectory Generator executes at a configurable repetition
rate. The Tick property returns the period of the repetition rate in seconds. Typically this
will be set to a value of 0.002 or 0.004 seconds.

Examples

Dim period As Double

period = Controller.Tick " Sets period equal to the Trajectory
" Generator execution period, e.g. 0.004
" seconds
See Also

Controller Class | Controller.SleepTick | Controller. Timer
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Controller.Timer Property

Returns the current value of the controller’s clock, in units of seconds quantiized into 125
usec intervals, as a Double.

...Controller.Timer( select)

Prerequisites

None
Parameters
select
An optional numeric value that selects the reference time for the value
returned. Set to 0 to return the seconds since January 1, 1988 based
upon the time-of-day setting. Set to 1 to return the seconds since the
controller was booted. If omitted, this value defaults to 0.
Remarks

This method reads the current value of the controller’s clock and returns the time in units
of seconds. This value is quantized into 125 psec intervals, the system clock tick period.

If select = 0, this property returns the time since January 1, 1988, according to the
system time-of-day setting. If you change the current time-of-day (using the Date console
command, the web interface, or DatalD 121), the next time this property is read, its value
will reflect the change in the time-of-day setting. This value is useful for generating
absolute timestamps. This value is not recommended for computing incremental time
differences such as time delays and time outs since altering the time-of-day during the
delay will result in unexpected results. Given the number of significant bits in a Double,
this Timer value will not lose accuracy until approximately the year 2124.

If select = 1, this property returns the time since the controller was booted. The starting
point never changes until the controller is rebooted, so this value is useful for computing
time differences and timeout checking. Changing the time-of-day does not affect this
value, so it is recommended that it be used for computing time differences. Given the
number of significant bits in a Double, this Timer value will not lose accuracy until the
controller has been running for 136 years.

Examples

Dim StartTime, ElapsedTime As Double
StartTime = Controller.Timer(1) " Reads controller clock
Controller.SleepTick(2/Controller.Tick) " Sleep for about 2 seconds
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ElapsedTime = Controller.Timer(1l)-StartTime * Value will be approx 2

Dim EndTime As Double
EndTime = Controller.Timer(1) + 5 " Timeout 5 seconds from now
While Signal .DIO(my_sig) = 0
If Controller.Timer(1) > EndTime Then
" Timeout error handler
Exit While
End If
Thread.Sleep(100) " Wait 100 msec
End While

See Also

Controller Class | Controller.SleepTick | Controller.Tick
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Controller.Unload Method

Unloads the files and data associated with a GPL project from memory.
Controller.Unload(project_name)

Prerequisites

No procedures in this project can be currently executing.
Parameters

project_name

A required string expression that contains the name of the project to be
unloaded.

Remarks

This method unloads a project by removing all of its associated data from the controller's
memory and removing all associated files from the GPL project memory area.

This method throws an exception if any procedure in this project is currently
executing. No exceptions are thrown if the project is not currently loaded or does not
exist.

Examples

Dim th As Thread

Controller.Load(''/flash/projects/Test'")

th = New Thread(*'Main", "Test', "Thread2'™)

th_Start()

th.Join(0) " Wait for thread to complete
Controller.Unload("Test")

See Also

Controller Class | Controller.Load | Thread.Join
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Exception Handling

Exception Handling Summary

The following pages provide detail information on the exception handling instructions and
the properties and methods of the Exception Class. The exception handling statements
provide a structured means for a procedure to detect and respond to program execution
exceptions that would otherwise cause the procedure to halt execution. When an
exception occurs, information on the cause of the exception can be automatically saved
in an Exception Object and execution can be branched to a block of code designed to
service the exception.

Exception Objects have two basic forms: a general Exception and a robot
Exception. Both forms store a numerical code that indicates the type of exception. In
addition, the robot Exception includes the number of the robot and the axes that are
associated with the exception. The general form of the Exception includes a Qualifier
value that can provide addition information on the nature of the exception.

The table below briefly summarizes the exception handling statements that are described
in greater detail in the following pages.

Statement Description
Used within a Try...Catch...Finally...End Try series of
Catch statements to mark the start of the block of instructions
executed when an exception occurs.
End Try Marks the end of the exception handling structure.
Exit Tr _Termingtes the execution of a Try or Catch block of
a— instructions.

Used within a Try...Catch...Finally...End Try series of
statements to mark the start of the block of instructions that is

Finally always executed at the completion of the Try or Catch
blocks.
Throw Generates a program execution exception.

Exception handling structure that captures execution
Try...Catch...Finally...lexceptions within a block of instructions and executes
statements to field the exception if necessary.

The table below briefly summarizes the properties and methods of the Exception Class
that are described in greater detail in the following pages.

Member Type Description
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Exception Handling

exception

obj.Axis

Property

Sets and gets a bit mask indicating the
robot axes associated with a robot
Exception.

exception

obj.Clone

Method

Method that returns a copy of the
exception_obj.

exception

obj.ErrorCode

Property

Sets and gets the number of the error
message.

exception

obj.Message

Method

Returns the full text string that is
generated based upon the
exception_obj properties.

exception

obj.Qualifier

Property

Sets and gets the error message
qualifier for a general Exception.

exception

obj.RobotError

Property

Sets and gets the Boolean that
indicates if an Exception is a robot or
general type.

exception

obj.RobotNum

Property

Sets and gets the number of the robot
associated with a robot Exception.

exception

obj.UpdateErrorCode

Method

Updates a general (vague) Exception
error code with a more specific error
code.
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Catch Statement

Used within a Try...Catch...Finally...End Try series of statements to mark the start of the
block of instructions executed when an exception occurs.

Catch exception_object

Prerequisites

Must always follow a Try statement block. Either a Catch or Finally statement or one of
each must appear in a Try structure.

Parameters
exception_object

Required Exception Object. The exception_object must already have a
data section allocated prior to the execution of this instruction, i.e. the
New qualifier should have been previously used in a Dim statement to
instantiate the Object.

Remarks

The Catch statement marks the start of the block of instructions that is executed if an
exception occurs during the execution of the corresponding Try block of instructions. If
the Catch block is triggered, the information on the execution exception is automatically
stored into the exception_object.

If an exception occurs during the execution of the Catch block of statements, thread
execution will be terminated unless the violating instructions are themselves contained
within a Try structure or if a higher-level Try structure exists.

At the completion of the Catch block, the statements in the following Finally block are
executed if they exist, otherwise execution continues at the first step following the
associated End Try.

Please see the documentation on the Try...Catch...Finally...End Try Statements for
further information on the use of this statement.

See Also

Exception Handling | Try...Catch...Finally...End Try Statements
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End Try Statement

This statement marks the end of the exception handling structure.
End Try

Prerequisites
Must always follow a Catch or Finally statement block.
Remarks

Please see the documentation on the Try...Catch...Finally...End Try Statements for
further information on the use of this statement.

See Also

Exception Handling | Try...Catch...Finally...End Try Statements

Copyright © 2022, Brooks Automation, Inc.

69



Exception Handling GPL Dictionary Pages
P/N: GPLO-DI-S1010, Rev 5.0.0, April 9, 2022

Exit Try Statement

This statement terminates the execution of either a Try or a Catch block of instructions.
Exit Try

Prerequisites

Can only be specified within a Try or Catch block of instructions. In particular, this
instruction is illegal within a Finally block.

Remarks

If this statement is executed within a Try or a Catch block of instructions, statement
execution immediately branches to the first statement in the Finally block or, if the
Finally block is not defined, the first statement following the subsequent End Try.

Please see the documentation on the Try...Catch...Finally...End Try Statements for
information on the general format of the exception handling structure.

See Also

Exception Handling | Try...Catch...Finally...End Try Statements
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Finally Statement

Used within a Try...Catch...Finally...End Try ser